Problem Set #3 *

Soft Deadline: Tue, Jan 31, 1:15 pm
Final Deadline: Thu, Feb 2, 1:15 pm

1 Block Validation

In this exercise, you will implement block validation for your Marabu node.

1. Create the logic to represent a block. See [1] for the structure of a block.

2. Check that the block contains all required fields and that they are of the format specified in [1]. Send back an INVALID_FORMAT error otherwise.

3. Ensure the target is the one required, i.e.
   "00000000abc00000000000000000000000000000000000000000000000000000"
   Send back an INVALID_FORMAT error otherwise.

4. Check the proof-of-work. If not satisfied, send back an INVALID_BLOCK.Pow error.

5. Check that for all the txids in the block, you have the corresponding transaction in your local object database. If not, then send a "getobject" message to your peers in order to get the transaction. If you still cannot find the transaction and none of your peers have found it and sent it back, send back an UNFINDABLE_OBJECT error to the peer who sent you the block.

6. For each transaction in the block, check that the transaction is valid, and update your UTXO set based on the transaction. More details on this in Section 2. If any transaction is invalid, the whole block will be considered invalid. Since you should not add such invalid transaction to your database and other peers should not send it back to you, send back an UNFINDABLE_OBJECT error in the case of an invalid transaction in a block.

7. Check for coinbase transactions. There can be at most one coinbase transaction in a block. If present, then the txid of the coinbase transaction must be at index 0 in txids. Send back an INVALID_BLOCK_COINBASE error otherwise.

8. Check for coinbase transaction spending. The coinbase transaction cannot be spent in another transaction in the same block (this is in order to make the law of conservation
for the coinbase transaction easier to verify). Send back an INVALID_TX_OUTPOINT error otherwise.

9. Validate the coinbase transaction if there is one.
   a) Check that the coinbase transaction has no inputs, exactly one output and a height. Check that the height and the public key are of the valid format. (We will check if the height is correct in the next homework when we validate chains, not now.) Send back an INVALID_FORMAT error otherwise.
   b) Verify the law of conservation for the coinbase transaction. The output of the coinbase transaction can be at most the sum of transaction fees in the block plus the block reward. In our protocol, the block reward is a constant $50 \times 10^{12}$ picabu. The fee of a transaction is the sum of its input values minus the sum of its output values. Send back an INVALID_BLOCK_COINBASE error otherwise.

10. When you receive a block object from the network, validate it. If valid, then store the block in your local database and gossip the block. Here, “gossip” means that you send an ihaveobject message with the corresponding blockid.

2 Maintaining UTXO Sets

In this exercise, you will implement a UTXO set and update it by executing the transactions of each block that you receive. This homework will not cover all the features of the UTXO set. We will revisit this part in future homeworks.

1. For each block in your database, store a UTXO set that will be computed by executing the transactions in that block. You should not update these UTXO sets when you receive transactions objects. Right now, you don’t have to maintain the mempool UTXO set (this will be done in Homework 5).

2. When you receive a new block, you will compute the UTXO set after that block in the following way. To begin with, initialize the UTXO set to the UTXO set after the parent block (the block corresponding to the previd). Note that the UTXO set after the genesis block is empty. For each transaction in the block:
   a) Validate the transaction as per your validation logic implemented in Homework 2. Additionally, check that each input of the transaction corresponds to an output that is present in the UTXO set. This means that the output exists and also that the output has not been spent yet. If the output is not present in the UTXO set, send back an INVALID_TX_OUTPOINT error.
   b) Apply the transaction by removing UTXOs that are spent and adding UTXOs that are created. Update the UTXO set accordingly.
   c) Repeat steps a-b for the next transaction using the updated UTXO set.
For now, you may assume that the previous block was sent to you beforehand so that you have the UTXO set after the previous block. You may ignore the block if you do not have its previous block. In the next homework, you will also make sure to download and validate the previous block.

For testing your node, you can use the genesis block which is a valid block. Below is another block mined on the genesis block that is valid. You can also temporarily raise your target to make it easier to mine blocks to test your validation (don’t forget to change the target back to the one in the protocol before submitting though).

```json
{
   "T": "00000000abc00000000000000000000000000000000000000000000000000000",
   "created": 1671148800,
   "miner": "Marabu Bounty Hunter",
   "nonce": "15551b5116783ace79cf19d95cca707a94f48e4cc69f3db32f41081dab3e6641",
   "note": "First block on genesis, 50 bu reward",
   "previd": "0000000052a0e645eca917ae1c196e0d0a4fb756747f29ef52594d68484bb5e2",
   "txids": [
      "8265faf623dfbcb17528fcd2e67f6f78de791ed4c7c60480e8cd21c6c8c8bdc4"
   ],
   "type": "block"
}
```

The transaction in this block is

```json
{
   "type": "transaction",
   "height": 1,
   "outputs": [
      {
         "pubkey": "daa520a25ccde0adad74134f2be50e6b55b526b1a4de42d8032abf7649d14bfc",
         "value": 50000000000000
      }
   ]
}
```

3 Sample Test Cases

IMPORTANT: Make sure that your node is running at all times! Therefore, make sure that there are no bugs that crash your node. If our automatic grading script can not connect to your node, you will not receive any credit. Taking enough time to test your node will help you ensure this.

Below is a (non-exhaustive) list of test cases that your node will be required to pass. We will also use these cases to grade your submission. Consider two nodes Grader 1 and Grader 2.
1. On receiving an object message from Grader 1 containing any invalid block, Grader 1 must receive the appropriate error message and the transaction must not be gossiped to Grader 2. Beware: invalid blocks may come in many different forms! Some examples are as follows:

   a) The block has an incorrect target. (INVALID_FORMAT)
   b) The block’s proof-of-work is not valid. (INVALID_BLOCK_POW)
   c) There is a transaction ID in the block that doesn’t point to any valid transaction. (UNFINDABLE_OBJECT)
   d) There are two transactions in the block that spend the same output. (INVALID_TX_OUTPOINT)
   e) A transaction attempts to spend an output that is not in the UTXO set. (INVALID_TX_OUTPOINT)
   f) The coinbase transaction has an output that exceeds the block rewards and the fees. (INVALID_BLOCK_COINBASE)

2. On receiving an object message from Grader 1 containing a valid block, the block must be gossiped to Grader 2 by sending an ihaveobject message with the correct blockid.
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